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שיטת גאוס-זיידל

שיטת גאוס זיידל *(Gauss-Seidel Method)* היא שיטה איטרטיבית לפתרון מערכת משוואות לינאריות. את השיטה אפשר לממש על מטריצות בעלת איברים שונים מאפס על האלכסון הראשי והתכנסותה מובטחת רק אם המטריצה היא מטריצה אלכסונית-דומיננטית או שהמטריצה היא סימטרית וחיובית.
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בקוד הנתון המימוש מבוצע עבור הנוסחה הבאה:

במימוש הקוד אנו משתמשים בספריית Numpy ובפונקציה Solve מתוך ספריית Scipy על מנת לוודא את נכונות התוצאה החוזרת מהפונקציה 'gauss'.

הפונקציה ממומשת עפ"י העיקרון הבא:

1. הפונקציה מקבלת את המטריצה A – המטריצה אותה אנו מעוניינים לפתור.
2. הפונקציה מקבלת את וקטור b – וקטור b הוא שיעזור לנו לגלות את ערכי הנעלמים.
3. הפונקציה מקבלת את וקטור x – וקטור המשתנים שעלינו לגלות.
4. הפונקציה תקבל גם משתנה שיגדיר עבורה את מספר האיטרציות המקסימלי.

הלולאה היחידה בפונקציה היא זו שתריץ את הנוסחה האיטרטיבית של גאוס כמספר הפעמים שהגדרנו עבורו ע"י שליחת המשתנה iterations\_number לפונקציה.

קוד בשפת פייטון:

import numpy as np  
from scipy.linalg import solve  
  
def gauss(A, b, x, iterations\_number):  
  
 L = np.tril(A)  
 U = A - L  
 for i in range(iterations\_number):  
 x = np.dot(np.linalg.inv(L), b - np.dot(U, x))  
 print(str(i).zfill(3),)  
 print(x)  
 print("solution: ")  
 return x

#Example:  
A = np.array([[4.0, -2.0, 1.0], [1.0, -3.0, 2.0], [-1.0, 2.0, 6.0]])

b = [1.0, 2.0, 3.0]

x = [1, 1, 1]

iterations\_number = 20

שיטת יעקובי

שיטת יעקובי *(Jacobi Method)* היא שיטה איטרטיבית למציאת פתרון מערכת משוואות לינאריות בעלות אלכסון דומיננטי, כאשר בכל איטרציה עבור כל אלכסון שנפתר מכניסים למטריצה את הערך המשוער. על התהליך חוזרים עד שמגיעים להתכנסות לתוצאה הרצויה.

![](data:image/png;base64,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)בדומה לשיטת גאוס-זיידל השיטה פותרת מערכת ריבועית של n משוואות לינאריות עם וקטור נעלמים x, כלומר את המשוואה: Ax = b, כאשר בקוד הנתון המימוש מבוצע עבור הנוסחה הבאה:

במימוש הקוד נשתמש בספריית Numpy והפונקציה ממומשת עפ"י העיקרון הבא:

1. נאפס את המטריצה A עפ"י ערכי המשוואה הרלוונטיים עבור הפתרון.
2. נאפס את וקטור b המייצג עבורנו את הפתרון האפשרי.
3. לבסוף x יהיה הפתרון הרלוונטי עבורנו אם התוצאה אכן תתכנס כמצופה.
4. המשתנה iteration\_number יהווה את החסם העליון למספר האיטרציות האפשריות.

הלולאה היחידה שהמהווה את מימוש האלגוריתם תרוץ עד להתכנסות התוצאה בטווח הטעויות האפשרי שהגדרנו עבורו ע"י הפונקציה np.allclose(). במקרה זה טווח הטעות היא 1e-10.

קוד בשפת פייטון:

import numpy as np

iteration\_number = 1000  
# Example - initialize the matrix  
A = np.array([[10., -1., 2., 0.], [-1., 11., -1., 3.], [2., -1., 10., -1.], [0.0, 3., -1., 8.]])  
# Example - initialize the RHS vector  
b = np.array([6., 25., -11., 15.])  
  
x = np.zeros\_like(b)  
for it\_count in range(iteration\_number):  
 print("Current solution:", x)  
 x\_new = np.zeros\_like(x)  
 for i in range(A.shape[0]):  
 s1 = np.dot(A[i, :i], x[:i])  
 s2 = np.dot(A[i, i + 1:], x[i + 1:])  
 x\_new[i] = (b[i] - s1 - s2) / A[i, i]  
 if np.allclose(x, x\_new, atol=1e-10, rtol=0.):  
 break  
 x = x\_new

#Example:  
print("Solution:")  
print(x)  
error = np.dot(A, x) - b  
print("Error:")  
print(error)

אינטרפולציית לגרנז'
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בקוד הבא נממש את הנוסחה הנתונה באמצעות פונקציה מסדר גבוה. בשיטת לגרנז' נייצר אינטרפולציה עבור הנקודות שהפונקציה מסדר גבוה *(interpolate\_lagrange)* מקבלת באמצעות המשתנים: x\_values & y\_values כאשר בפועל הפונקציה basis היא זו שתממש נוסחת האינטרפולציה.

אופן השימוש בפונקציה מחייב אותנו לייבא את הפונקציות הבאות:

1. Symbol & Simplify from Sympy library
2. Numpy library
3. Reduce from functools library
4. Operator library

השימוש בפונקציה יחייב אותנו לפעול עפ"י הסעיפים הבאים:

1. נשלח את ערכי ה-x בגרף למשתנה x\_values של הפונקציה מסדר גבוה.
2. נשלח את ערכי ה-y בגרף למשתנה y\_values של הפונקציה מסדר גבוה.
3. המשתנה x בחתימת הפונקציה *interpolate\_lagrange* ישמש לסימן 'x' בהצגת הפונקציה שתתקבל מהאלגוריתם. לפני שליחת ערך למשתנה x, יש להגדיר את 'x' בתור Symbol באמצעות הפונקציה Symbol בספריית Sympy.

קוד בשפת פייטון:

def interpolate\_lagrange(x, x\_values, y\_values):  
def basis(j):  
 p = [(x - x\_values[m])/(x\_values[j] - x\_values[m])

for m in range(k) if m != j]  
 return reduce(operator.mul, p)  
 assert len(x\_values) != 0 and (len(x\_values) == len(y\_values)), 'x and y cannot be empty and must have the same length'  
 k = len(x\_values)  
 return sum(basis(j)\*y\_values[j] for j in range(k))  
  
x = Symbol('x')  
poly = simplify(interpolate\_lagrange(x,[-1, 0, 1, 2],[3,-4, 5, -6]))  
x1 = np.linspace(-1, 2, 100)  
print('polynom: ', poly)  
print('x1: ', x1)

שיטת החצייה
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במימוש האלגוריתם נשתמש בנוסחה הבאה: כאשר ידוע לנו כי אם
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בתפעול השיטה יש להתייחס להנחיות הבאות:

1. השיטה func תחזיק את הפונקציה המתמטית שעבורה אנחנו נדרשים למצוא שורש.
2. הפונקציה bisection היא מימוש הנוסחה של שיטת החצייה ובחתימת הפונקציה עלינו לשלוח לה את המשתמשים הבאים:
   1. a – חסם צד שמאל
   2. b – חסם צד ימין
   3. epsilon – רמת דיוק התוצאה שאנו נדרשים לספק.

קוד בשפת פייטון:

def func(x):  
 return x\*\*3 - x\*\*2 + 2 # Change to required function  
  
# Prints root of func(x) with error of EPSILON  
def bisection(a, b, epsilon):  
 if (func(a) \* func(b) >= 0):  
 print("You have not assumed right a and b\n")  
 return  
 c = a  
 while ((b - a) >= epsilon):  
 # Find middle point  
 c = (a + b) / 2  
 # Check if middle point is root  
 if (func(c) == 0.0):  
 break  
 # Decide the side to repeat the steps  
 if (func(c) \* func(a) < 0):  
 b = c  
 else:  
 a = c  
 print("The value of root is : ", "%.8f" % c)  
  
# Driver code Initial values assumed  
a = -200  
b = 300  
epsi = 0.01  
bisection(a, b, epsi)

שיטת המיתר
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נממש את הנוסחה המתמטית המייצגת את שיטת המיתר:

בלולאת ה-while היחידה שמופיעה בגוף השיטה Secant\_method. ככל שהלולאה תרוץ ליותר איטרציות כך נקבל ערך שקרוב יותר ויותר לשורש האמיתי של המשוואה.

לפני תפעול השיטה Secant\_method יש לשים לב לנקודות הבאות:

1. יש לייבא את הספריות Math & Sympy.
2. יש להגדיר את 'x' בתור Symbol (כלומר סימן מתמטי) ע"מ לכתוב את המשוואות המתמטיות בצורה אופיינית ולא ע"י וקטורי מקדמים.
3. הפונקציה Secant\_method תקבל את שלושת המשתנים הבאים:
   1. equation – מהווה את המשוואה המתמטית שאת שורשיה אנו נדרשים למצוא.
   2. x0, x1 – שני ערכים התחלתיים שמוטב שיהיו קרובים ככל הניתן לשורש המשוואה.

קוד בשפת פייטון:

def Secant\_method(equation,x0,x1):  
 sqr = x0  
 while sqr != x1:  
 sqr = x1  
 y1 = equation.evalf(subs= {x:x1})  
 print("y1:", y1)  
 y2 = equation.evalf(subs= {x:x0})  
 print("y2:", y2)  
 next\_x = x1-((y1\*(x1-x0))/(y1-y2))  
 print("next x:", next\_x, "\n")  
 x0=x1  
 x1=next\_x  
 print("x1: ", x1,"\n")  
 return x1  
x = sympy.Symbol('x')

# Example:  
equation = math.exp(1)\*\*x-3\*x\*\*2  
print(Secant\_method(equation,-3,1))

שיטת ניוטון-רפסון
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השיטה ממומשת באמצעות שלוש פונקציות כאשר שתיים הן פונקציות עזר ופונקציה אחת היא העיקרית למימוש הנוסחה:

1. Func (עזר) – פונקציית עזר המקבלת את equation (הפונקציה) ואת x1 (ערך מספרי) ומחשבת את הערך המספרי של הפונקציה בנקודה x1.
2. Derivate (עזר) – מקבלת את אותם הפרמטרים בדומה ל-Func, אם כי פונקציה זו מחשבת את ערך נגזרת הפונקציה בנקודה x1.
3. newtonRaphson (עיקרית) – מקבלת את equation, ערך התחלתי x ורמת דיוק epsilon ומוציאה לפועל את הנוסחה המתמטית עד להגעה לרמת הדיוק הנדרשת עפ"י ה-epsilon הנתון.
4. יש לשים לב כי צריך להגדיר את 'x' בתור Symbol באמצעות הפונקציה Symbol של ספריית Sympy. זאת על מנת לכתוב את הפונקציה שאנו מעוניינים לחשב בכתיבה מתמטית אופיינית ולא ע"י וקטורי מקדמים.

קוד בשפת פייטון:

def func(equation, x1):  
 return equation.evalf(subs={x: x1})  
  
def derivate(equation, x1):  
 return equation.diff(x).evalf(subs={x: x1})  
  
def newtonRaphson(equation, x, epsilon):  
 h = func(equation, x) / derivate(equation, x)  
 while abs(h) >= epsilon:  
 h = func(equation, x) / derivate(equation,x)  
 # x(i+1) = x(i) - f(x) / f'(x)  
 x = x - h  
 print(x)  
 return("The value of the root is : ", "%.14f" % x)

x = sympy.Symbol('x')

# Example:

x0 = -1  
epsi = 0.0001  
equation = x\*\*3+2\*x\*\*2+10\*x-20  
print(newtonRaphson(equation, x0, epsi))

שיטת רומברג

שיטת רומברג *(Romberg's Method)* היא שיטה נומרית לחישוב אינטגרל סופי. שיטת רומברג מיישמת את אקסטרפולציית ריצ'רדסון באופן איטרטיבי על שיטת הטרפז *(הרחבה על שיטת הטרפז תופיע עבור קוד שיטת הטרפז אשר יוצג בהמשך המסמך)*.

השיטה ממומשת באמצעות שתי פונקציות – אחת עיקרית שתכיל את האלגוריתם שלנו והשנייה משנית שתכיל את האלגוריתם של שיטת הטרפז למימוש שיטת רומברג.

יש לשים לב לדגשים הבאים במימוש הקוד:

1. יש לייבא את ספריית Numpy.
2. הפונקציה trapezcomp מקבלת ארבעה משתנים:
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   2. a שמייצגת עבורנו את החסם השמאלי של האינטגרל
   3. b שמייצגת עבורנו את החסם הימני של האינטגרל
   4. n מספר הריבועים הקטנים שניצור בקטע [a, b]
3. הפונקציה הראשית romberg תקבל את אותם המשתנים בדיוק עם שינוי אחד:
   1. הפונקציה תשלח את n לפונקציית העזר.
   2. הפונקציה תקבל את p (בנוסף למשתנים a, b, f ב-trapezcomp) כאשר p מייצג את מספר האיטרציות שיבצע האלגוריתם עד להתכנסות לתוצאה הרצויה.

קוד בשפת פייטון:

import numpy as np  
def trapezcomp(f, a, b, n):  
 h = (b - a) / n  
 x = a  
 In = f(a)  
 for k in range(1, n):  
 x = x + h  
 In += 2\*f(x)  
 return (In + f(b))\*h\*0.5  
def romberg(f, a, b, p):  
I = np.zeros((p, p))  
 for k in range(0, p):  
 I[k, 0] = trapezcomp(f, a, b, 2\*\*k)  
 for j in range(0, k):  
 I[k, j+1] = (4\*\*(j+1) \* I[k, j] - I[k-1, j]) / (4\*\*(j+1) - 1)  
 print(I[k,0:k+1])  
 return I

def func(x):  
 return np.sin(x)  
p\_rows = 4  
I = romberg(func, 0, np.pi/2, p\_rows)  
solution = I[p\_rows-1, p\_rows-1]  
print(solution)

שיטת תרבועי-גאוס

שיטת תרבועי-גאוס *(Gaussian quadrature / Gauss–Legendre Method)* היא שיטה נומרית לחישוב מקורב של אינטגרל מסוים באופן הבא:

1. ערך n המתקבל ע"י המשתמש קובע לאלגוריתם לכמה חלקים שווים לחלק את השטח הכלוא מתחת לגרף הפונקציה (הפונקציה המתמטית מיוצגת בפונקציה func).
2. החלוקה ל-n חלקים שווים מתבצעת ע"י האלגוריתם כך:
   1. באמצעות הפונקציה LegendereRoots אשר תפקידה לחשב את השורשים של פולינום לז'נדר.
   2. באמצעות הפונקציות GaussLegendreWeights & GaussLegendreQuadrature שתפקידן לחשב את הקבועים הנוספים הדרושים למימוש התהליך המתמטי.
3. בסוף התהליך האלגוריתם מבצע מעבר מתמטי בין קטע שהמשתמש בחר להכניס למערכת ע"י המשתנים a, b המהווים את הגבול השמאלי והימני של האינטגרל לקטע: [-1, 1].

* להפעלת האלגוריתם יש לייבא את ספריית Numpy.

קוד בשפת פייטון:

from numpy import \*  
# Recursive generation of the Legendre polynomial of order n  
def Legendre(n, x):  
 x = array(x)  
 if (n == 0):  
 return x \* 0 + 1.0  
 elif (n == 1):  
 return x  
 else:  
 return ((2.0 \* n - 1.0) \* x \* Legendre(n - 1, x) - (n - 1) \* Legendre(n - 2, x)) / n  
# Derivative of the Legendre polynomials  
def DLegendre(n, x):  
 x = array(x)  
 if (n == 0):  
 return x \* 0  
 elif (n == 1):  
 return x \* 0 + 1.0  
 else:  
 return (n / (x \*\* 2 - 1.0)) \* (x \* Legendre(n, x) - Legendre(n - 1, x))  
# Roots of the polynomial obtained using Newton-Raphson method  
def LegendreRoots(polyorder, tolerance=0.0001):  
 if polyorder < 2:  
 err = 1 # bad polyorder no roots can be found  
 else:  
 roots = []  
 # The polynomials are alternately even and odd functions. So we evaluate only half the number of roots.  
 for i in range(1, int(polyorder / 2 + 1)):  
 x = cos(pi \* (i - 0.25) / (polyorder + 0.5))  
 error = 10 \* tolerance  
 iters = 0  
 while (error > tolerance) and (iters < 1000):  
 dx = -Legendre(polyorder, x) / DLegendre(polyorder, x)  
 x = x + dx  
 iters = iters + 1  
 error = abs(dx)  
 roots.append(x)  
 # Use symmetry to get the other roots  
 roots = array(roots)  
 if polyorder % 2 == 0:  
 roots = concatenate((-1.0 \* roots, roots[::-1]))  
 else:  
 roots = concatenate((-1.0 \* roots, [0.0], roots[::-1]))  
 err = 0 # successfully determined roots  
 return [roots, err]  
# Weight coefficients  
def GaussLegendreWeights(polyorder):  
 W = []  
 [xis, err] = LegendreRoots(polyorder)  
 if err == 0:  
 W = 2.0 / ((1.0 - xis \*\* 2) \* (DLegendre(polyorder, xis) \*\* 2))  
 err = 0  
 else:  
 err = 1 # could not determine roots - so no weights  
 return [W, xis, err]  
# The integral value  
# func : the integrand  
# a, b : lower and upper limits of the integral  
# polyorder : order of the Legendre polynomial to be used  
#  
def GaussLegendreQuadrature(func, polyorder, a, b):  
 [Ws, xs, err] = GaussLegendreWeights(polyorder)  
 if err == 0:  
 ans = (b - a) \* 0.5 \* sum(Ws \* func((b - a) \* 0.5 \* xs + (b + a) \* 0.5))  
 else:  
 # (in case of error)  
 err = 1  
 ans = None  
 return [ans, err]  
# The integrand - change as required  
def func(x):  
 return exp(x)  
# Integrating the function  
[ans, err] = GaussLegendreQuadrature(func, 5, -3, 3)  
if err == 0:  
 print("Integral : ", ans)  
else:  
 print("Integral evaluation failed")

שיטת סימפסון:

שיטת השליש של סימפסון *(Simpson's Method)* היא שיטה נומרית לביצוע אינטגרציה מתמטית. בשיטה זו, עפ"י האלגוריתם, דרך כל שלוש נקודות אנו מקרבים את הפונקציה הנתונה לפולינום ממעלה שנייה (אינטרפולציה ריבועית) ועבור פולינום זה מחשבים שטח מתחת לגרף בתחום נתון באמצעות שיטת לגרנז'. במצב זה אנו מקבלים כי מתחת לכל קירוב קיימים שלוש נקודות ושתי קטעים שעל פיהם אנחנו מבצעים את החישוב.

יש לשים לב לדגשים הבאים במימוש הקוד:

1. יש לייבא את ספריית Numpy.
2. ![](data:image/png;base64,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)הפונקציה שעליה אנו מעוניינים לבצע אינטגרל נכתוב בפונקציית העזר f
3. הפונקציה הראשית simpsonsRule תקבל שלושה משתנים:
   1. a שמייצגת עבורנו את החסם השמאלי של האינטגרל
   2. b שמייצגת עבורנו את החסם הימני של האינטגרל
   3. n שמייצגת עבורנו את כמות המקטעים שנרצה לחלק את השטח מתחת לגרף הפונקציה על מנת לקרב את התוצאה לסכום הרצוי.

קוד בשפת פייטון:

def simpsonsRule(a, b, n):  
sum = float()  
 sum += f(a) #evaluating first point  
 sum += f(b) #evaluating last point  
 width=(b-a)/(2\*n) #width of segments  
 oddSum = float()  
 evenSum = float()  
 for i in range(1,n): #evaluating all odd values of n (not first and last)  
 oddSum += f(2\*width\*i+a)  
 print(oddSum)  
 sum += oddSum \* 2  
 for i in range(1,n+1): #evaluating all even values of n (not first and last)  
 evenSum += f(width\*(-1+2\*i)+a)  
 print(evenSum)  
 sum += evenSum \* 4  
 return sum \* width/3  
  
def f(x):return x #Enter equation here  
print(simpsonsRule(1,2,3))

שיטת נוויל

שיטת נוויל *(Neville's Method)* היא שיטה נומרית המשמשת לאינטרפולציה מתמטית. בהינתן n+1 נקודות קיים פולינום בדרגה קטנה או שווה ל-n שעובר בנקודות הנתונות. באמצעות שיטת נוויל אנו יכולים להעריך את הפולינום הנ"ל.

יש לשים לב לדגשים הבאים במימוש הקוד:

1. אין צורך להשתמש בספריות חיצונית כגון Numpy.
2. פונקציה זו מקבלת כקלט:
   1. שתי מערכים באורך זהה של נקודות: מערך x ומערך y.
   2. הנקודה הרצויה x שתשמש אותנו עבור האינטרפולציה.

קוד בשפת פייטון:

def neville(datax, datay, x):  
 n = len(datax)  
 p = n\*[0]  
 for k in range(n):  
 for i in range(n-k):  
 if k == 0:  
 p[i] = datay[i]  
 print('p[i] k == 0: ', p[i])  
 else:  
 p[i] = ((x-datax[i+k])\*p[i] +

(datax[i]-x)\*p[i+1]) / (datax[i]-datax[i+k])  
 print('p[i] k != 0: ', p[i])  
  
 return ('Result: ', p[0])  
  
print(neville((1,2,6),(1,-1,4),4))

שיטת קירוב ליניארי

![](data:image/png;base64,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)שיטת הקירוב הליניארי *(Linear approx Method)* הוא מושג מתמטי המתאר [קירוב](https://he.wikipedia.org/wiki/%D7%A7%D7%99%D7%A8%D7%95%D7%91) של [פונקציה](https://he.wikipedia.org/wiki/%D7%A4%D7%95%D7%A0%D7%A7%D7%A6%D7%99%D7%94) מתמטית כלשהי באמצעות פונקציה ליניארית. לקירובים ליניאריים יש שימוש במדעים ובמתמטיקה כדי לקבל קירוב לערך הפונקציה בסביבה של ערך קבוע מראש. היות שפונקציות ליניאריות הן קלות לחישוב ולפתרון, קירובים ליניאריים מועדפים כמעט תמיד בניתוחים אנליטיים ונומריים אם הם מספקים את הדיוק הנדרש. כאשר לפונקציה קיים קירוב ליניארי, נאמר שהפונקציה דיפרנציאבילית.

הנוסחה שנממש ע"י להגיע לקירוב לינארי היא הנוסחה הבאה:

יש לשים לב לדגשים הבאים במימוש הקוד:

1. יש לייבא את ספריית Numpy.
2. יש לייבא את ספריית Sympy.
3. יש להגדיר את 'x' בתור "סימן" מתמטי ע"י פונקציית Symbol של ספריית Sympy.
4. ע"מ לייצג את המשוואה המתמטית ע"י וקטור המקדמים בלבד נשתמש בפונקציה Poly1d.
5. ע"י לייצג את נגזרת המשוואה המתמטית שאנו רוצים לקרב נשתמש בפונקציה Polyder.
6. הפונקציה Linear\_approx מקבלת שני משתנים: a & x.
7. הפונקציה func\_representation מחזירה את ערך הפונקציה בנקודה x.
8. הפונקציה func\_derivate\_value מחזירה את ערך נגזרת הפונקציה בנקודה x.

קוד בשפת פייטון:

from sympy import \*  
import numpy as np  
x = Symbol ('x')  
y = np.poly1d([1,0,1])  
yprime = np.polyder(y)  
def func\_representation(x):  
 return y(x)  
  
def func\_derivate\_value(x):  
 return yprime(x)  
  
def Linear\_approx(a, x):  
 fx = func\_representation(a) + func\_derivate\_value(a)\*(x-a)  
 return ('Liner approx f(x)={0}'.format(fx))

# Example:  
print(Linear\_approx(10,12))

שיטת ספליין-קובי

בשיטת ספליין קובי *(Cubic Spline)* בהינתן נקודות טבלה נעשה קירוב ע"י פולינום מדרגה שנייה בין כל 2 נקודות בטבלה. בכל נקודה בטבלה נדרוש שתהיה "החלקה" ע"י זה שנגדיר ששתי הנגזרות של שני הפולינומים בכל נקודת טבלה יהיו שוות.

בהתחלה בוחרים פולינום ממעלה 3 שעוברת דרך 2 הנקודות הראשונות בגלל שהגדרנו שהנגזרות שוות בנקודות, בעצם נקבעו לנו כל שאר הפולינומים שעוברים בכל נקודות הטבלה.

צורת כל פולינום מדרגה 3 יהיה ככה:

דגשים שיש לשים לב אליהם במימוש הקוד:

1. הפונקציה zeroV אחראית על החזרת וקטור אפסים בגודל m שהפונקציה מקבלת.
2. הפונקציה cubic\_spline מקבלת שלושה משתנים:
   1. xn – מערך של ערכים על ציר ה-x.
   2. a – מערך של ערכים על ציר ה-y.
   3. n – אורכם של שני המערכים.

קוד בשפת פייטון:

from numpy import poly1d  
  
def zeroV(m):  
 z = [0]\*m  
 return (z)  
  
def cubic\_spline(n, xn, a):h = zeroV(n-1)  
 alpha = zeroV(n-1)  
 l = zeroV(n+1)  
 u = zeroV(n)  
 z = zeroV(n+1)  
 b = zeroV(n)  
 c = zeroV(n+1)  
 d = zeroV(n)  
 for i in range(n-1):  
 h[i] = xn[i+1]-xn[i]  
 print('h=',h)  
 print("")  
  
 for i in range(1, n-1):  
 alpha[i] = (3./h[i])\*(a[i+1]-a[i])-(3./h[i-1])\*(a[i] - a[i-1])  
 print('alpha=', alpha)  
 print("")  
 l[0] = 1  
 u[0] = 0  
 z[0] = 0  
 for i in range(1, n-1):  
 l[i] = 2\*(xn[i+1] - xn[i-1]) - h[i-1]\*u[i-1]  
 u[i] = h[i]/l[i]  
 z[i] = (alpha[i] - h[i-1]\*z[i-1])/l[i]  
 l[n] = 1  
 z[n] = 0  
 c[n] = 0  
 print('l=', l)  
 print('u=', u)  
 print('z=', z)  
 print("")  
 for j in range(n - 2, -1, -1):  
 c[j] = z[j] - u[j] \* c[j + 1]  
 b[j] = (a[j + 1] - a[j]) / h[j] - h[j] \* (c[j + 1] + 2 \* c[j]) / 3.  
 d[j] = (c[j + 1] - c[j]) / (3 \* h[j])  
 print('a=', a)  
 print('b=', b)  
 print('c=', c)  
 print('d=', d)  
 print('')  
 polylist = list()  
 for j in range(n - 1):  
 root = poly1d(xn[j], True)  
 poly = d[j] \* (root) \*\* 3  
 poly = poly + c[j] \* (root) \*\* 2  
 poly = poly + b[j] \* root  
 poly = poly + a[j]  
 polylist.append([poly, xn[j], xn[j+1]])  
 print('S{}(x)=\n'.format(j), poly, 'when {}<=x<={}'.format(xn[j], xn[j+1]))  
 return polylist  
p = cubic\_spline(7,[-1.5,-0.2,1,5,10,15,20],

[-1.2,0,0.5,1,1.2,2,1])  
print(p)

שיטת הטרפז

שיטת הטרפז *(Trapezoidal rule)* היא שיטת אינטגרציה נומרית המשמשת לחישוב מקורב של אינטגרלים מסוימים (בעלי גבולות אינטגרציה מוגדרים). ניתן להשתמש בשיטה בשביל לבצע קירוב לאינטגרלים אשר אין להם פתרון אנליטי, פונקציה קדומה או שהפונקציה שלהם נתונה ע"י ערכים בדידים (כמו בניסויים).
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הקוד הנתון מסתמך על הנוסחה הבאה:

כאשר עבור N נקודת מספר הטרפזים הוא N-1 ודלטא של Xk הוא אורך הבסיס של הטרפז, במקרה שלנו זהו גודל קבוע לכל הטרפזים.

הפונקציה ממומשת בצורה הבאה:

1. f – פונקציה עבורה נרצה לבצע קירוב של אינטגרל.
2. a – גבול תחתון של האינטגרל.
3. b– גבול עליון של האינטגרל.
4. n – מספר החלוקות של הקטע.

הפונקציה קודם כל מייצרת מערך של חלוקה שווה עבור הקטע בו נעשית האינטגרציה ומחשבת את ההפרש הנוצר בין הנקודות כתוצאה מחלוקה כזאת, לאחר מכן בעזרת לולאה הפונקציה מחשבת את שטח כל אחד מהטרפזים ומוסיפה אותו לסכום השטחים הכללי שזהו בעצם הקירוב של האינטגרל וסכום השטחים הוא הערך המוחזר.

קוד בשפת פייטון:

from math import exp

def g(t):  
 return exp(-t\*\*4)  
  
def trap(f, a, b, n):h = (b-a)/float(n)  
 s = 0.5\*(f(a) + f(b))  
 for i in range(1,n,1):  
 s = s + f(a + i\*h)  
 return h\*s  
  
a = -2; b = 2  
n = 1000  
result = trap(g, a, b, n)  
print (result)

שיטת SOR
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יש לשים לב לדגשים הבאים במימוש הקוד:

1. A היא זו שמייצגת עבורנו את מטריצת המקדמים.
2. b היא זו שמייצגת עבורנו את מטריצת התוצאות.
3. Eps בחתימת הפונקציה sor היא זו שמייצגת עבורנו את רמת דיוק התוצאה.

קוד בשפת פייטון:

def sor(A,b, w=1.25, x0=None, eps=1e-5, max\_iteration=100,pItr=0):for i in range(len(A)):  
 A[i].append(b[i][0])  
 m=A  
 n = len(m)  
 x0 = [0] \* n if x0 == None else x0  
 x1 = x0[:]  
 itr=0  
 for \_\_ in range(max\_iteration):  
 for i in range(n):  
 s = sum(-m[i][j] \* x1[j] for j in

range(n) if i != j)  
 x1[i] = w \* (m[i][n] + s) / m[i][i] +

(1 - w) \* x0[i]  
 itr+=1  
 if(pItr==1):  
 print("X[",itr,"]=",x1)  
 if all(abs(x1[i] - x0[i]) < eps for i in range(n)):  
 return x1  
 x0 = x1[:]  
 raise ValueError('Solution does not converge')  
  
A = [[4, 3.2, 0.5], [2.2, 3, -0.3], [-3.1, -0.2, 4]]  
b=[[9.2],[0.9],[7]]  
#print without iterations of Xi  
print("Vector x of Ax=b: ",sor(A,b))  
#print with iterations of Xi  
print("Vector x of Ax=b: ",sor(A,b,pItr=1))

שיטת Vander-Monde

![](data:image/png;base64,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)שיטת *Vander-Monde* היא שיטה שמבוססת על מטריצת ואן-דר-מונדה. מטריצת ואן-דר-מונדה היא מטריצה nXm שבה כל שורה היא סדרה הנדסית מהצורה הבאה:

מטריצה זו מעריכה פולינום בנקודות ספציפיות, היא מעבירה את המקדמים של הפולינום (וקטור res המוחזרת מהפונקציה הראשית( לערכים שהפולינום מקבל בנקודות ספציפיות. מסיבה זו אפשר לבצע באמצעות שיטה זו אינטרפולציה פולינומית.

יש לשים לב לדגשים הבאים במימוש הפונקציה:

1. הפונקציה poly\_approx\_vandermonde מקבלת שני מערכים ופועלת כך:
   1. X – מערך נקודות על ציר ה-X.
   2. Y – מערך נקודות על ציר ה-Y.
   3. הפונקציה כופלת את המטריצה ההופכית שהיא ייצרה ממערך X במערך Y, מדפיסה את הפולינום שנוצר ומחזירה את המטריצה המוכפלת.
2. הפונקציה vecToFunc מקבלת את הערך המוחזר של הפונקציה הראשית (כלומר res) ומחזירה את ערכו בנקודה ספציפית.

קוד בשפת פייטון:

import numpy as np  
def poly\_approx\_vandermonde(X, Y):matX = np.vander(X, len(X), True)  
 invMatX = np.linalg.inv(matX)

res = np.dot(invMatX, Y)  
 print("Polynom: ", end='')  
 for i in range(len(res) - 1):  
 print("{}x^{} + ".format(res[i], i), end='')  
 print("{}x^{}".format(res[len(res) - 1], len(res) - 1), end='')  
 return res  
  
def vecToFunc(vector):def f(x):  
 f = 0  
 for i in range(len(vector)):  
 f += vector[i] \* x \*\* i  
 return f  
 print('')  
 return f  
  
x = [1, 3, 5]  
y = [10.5, 6.1, 3.5]  
t = poly\_approx\_vandermonde(x, y)  
print(vecToFunc(t)(4))
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